**COMANDO**

Classe dove vengono salvare in modo astratto le informazioni da richiamare e presenta i comandi fondamentali di **EmotionalMaps** che sono rispettivamente **TipoComando tipo** con il metodo **getTipo(),** e lo **String argomento** con il metodo **getArgomento().**

**PUNTO\_DI\_INTERESSE**

In questa classe vengono istanziate le coordinate dei punti di interesse con le emozioni totali e le emozioni di utenti attivi.

Viene generato un nuovo punto di interesse, con relativo nome e coordinata, e vengono istanziati a 0 i valori delle emozioni dei punti di interesse.

* Metodo **getEventiTotali()**: restituisce il totale di tutti gli eventi.
* Metodo **getPuntoDiInteresse()**: restituisce i vari punti di interesse.
* Metodo **resetStatistiche()**:resetta le statistiche dei punti di interesse.
* Metodo **statisticheAttivi()**: crea una stringa che contiene una percentuale di tutte le emozioni dei soli utenti attivi.
* Metodo **statisticheTotali()**: fa la stessa cosa del metodo precedente, ma per tutti gli utenti, qualunque sia lo stato.
* Metodo **aggiungiEvento()**: preleva l’evento e incrementa la variabile **eventiTotali**. Se il tipo di accesso è uguale a **login**, si aggiorna **eventiTotaliAttivi** quindi viene utilizzato uno **switch** per i vari stati emotivi. In base allo stato emotivo viene incrementato il rispettivo contatore totale e viene eseguito un controllo per verificare lo stato di accesso, se è nuovamente **login,** viene incrementato il contatore per lo stato emotivo di utenti attivi.![](data:image/png;base64,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) Se lo stato emotivo non è tra quelli presenti viene stampato un messaggio di AVVERTIMENTO che specifica l’ID dell’evento.
* Metodo **calcolaDistanza()**: controlla la distanza assoluta, successivamente viene richiamato il metodo **distanza()** della classe UTILITA’ che restituisce la distanza assoluta tra il punto di interesse e le coordinate passate.
* Metodo **aPercentualeTotale()**: nel caso in cui EventiTotali è diverso da 0 restituisce un valore **intero** (arrotondato), altrimenti restituisce 0.
* Metodo **aPercentualeAttivi()**: nel caso in cui EventiTotaliAttivi è diverso da 0 restituisce un valore **intero** (arrotondato), altrimenti restituisce 0.

**UTILITÀ**

È la classe in cui vengono implementati i metodi di uso comune nel programma.

Per prima cosa viene passato il file: se non ci sono impedimenti nell’accesso viene caricata la stringa nel BufferedReader e successivamente viene aggiunta nell’ArrayList, altrimenti viene generato un AVVERTIMENTO. Nel caso in cui l’ArrayList risulta vuoto viene generato un AVVERTIMENTO.

* Metodo **boolean bisestile()**: restituisce TRUE se l’anno è bisestile.
* Metodo **controllaArrayStringhe():** riceve in input l’array di tipo String, e controlla se è null o se ha lunghezza 0. Tramite un ciclo FOR controlla se al suo interno presenta valori null oppure se è vuoto.
* Metodo **suddividiStringhe()**: riceve in input un array di String chiamato lista che viene controllato tramite il metodo **controllaArrayStringhe(). Successivamente si** crea una matrice dove i risultati vengono salvati al suo interno fin quando non viene riscontrata una virgola.
* Metodo **aggiungiEstensione()**: riceve in input nomefile e controlla se l’estensione è corretta. Nel caso in cui non sia presente viene aggiunto automaticamente **“.txt”**.
* ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABcAAAJDCAMAAAGgc0/MAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAA5UExURTMzMyoqKgAAADIyMjU1NTQ0NDAwMDExMS8vLzY2Njc3Nz8/Pzg4OC4uLiQkJFVVVS0tLTo6OgAAAK5/0zIAAAATdFJOU////////////////////////wCyfdwIAAAACXBIWXMAAA7DAAAOwwHHb6hkAAACEklEQVRYR+2Wa7aDIAyEuwJ/uP/F3gSCPCS8Eq/aZk4xM18ULbUeP599h8+bhrvkhVGba27A5sTaY/a8uterP9Lr22gEjuIKunOPGpRC+dRg9wwrheasloHDVQp92ysKGkkZWB73+4NCoX3c9lScYXpFQcf1igKD7RVlfl0GlqC1S6u0Tvu8Ur3BxgsaK4NlYD2poLmzeB0Xgyo6SS47URgOcN4tkHMI8oFQJZD4HWq7+VoNTkdAUw+oGMAxAcSFbHEbx4SnitNK0J2ND4PfZyEU96FmwJjoSQFcDBvbEQfQvQGNhf8JKFkApxhAwiB+BKwEjImGjtnSkD06M08VlfuYch9V+CM2/KHSh9zyQU1PoOlJbT+y9ep4Vzreqeex9jyq68F0Pajv+buk7tNjWc/eqoyfnd+81+w63+Ul3/Ef/ex/4Rc8pqhX+/SNGMzXe5B5L/Net3swt3vQs7zk+SzxmKK+1F/zfpKGRPnqRvG83kBeayCb5bVGk1cabX5udPipscrLxjIvGus8bwi4mk+DiCdJyI+Y8xiF/MhSHoCYE5FzjxS4Yxoc4aUcqA7nH9tfyrl1sPXxuphr3bfGnQAaBylxZMbfwzcYGvNMcoeMq3H8GTXmYbgnxl/OCRjPStTTuPtXK8zD8avnN+71dv5r9wkR4xz3yLhnM/ym9+3LOULjoLdwoHN8Y/jkeaf5vv8BgcOA0LTvjEwAAAAASUVORK5CYII=)Metodo **distanza():** vengono passate le coordinate di due punti, controllando se la variabile x del primo punto è maggiore di quella del secondo, successivamente viene creata una variabile temporanea con il valore di x1. Al valore di x1 viene assegnato il valore di x2 e successivamente al valore di x2 assegnato il valore di tmp. Lo stesso controllo viene effettuato con le coordinate y. Infine viene calcolata la distanza assoluta.
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Viene creta una lista di tipo **<PuntoDiInteresse>**.

Viene creato il metodo **ManagerPDI()** dove la lista viene istanziata come ArrayList di tipo **<PuntoDiInteresse>**. Vengono inseriti nella lista 3 punti di interesse, POI1, POI2, POI3 con le loro relative coordinate mediante il metodo **aggiungiPDI()** il quale inserisce all’interno dell’ArrayList il punto di interesse.

* Metodo **elabora()**: riceve in input l**’Evento e**

All’interno vengono istanziati:
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* IndicePDI
* Distanza minima e Distanza calcolata

Tramite una scansione dell’ArrayList vengono assegnate le coordinate del punto **e** al punto di interesse più vicino e poi viene aggiunto nell’ArrayList.

Nel caso in cui l’indice sia uguale a **-1** viene stampato un AVVERTIMENTO nell’elaborazione dell’evento.

* Metodo **resetStatistiche()**: resetta le statistiche di tutti i punti di interesse .
* Metodo **stampaStatisticheTotali()**: stampa la percentuale delle statistiche totali.
* Metodo **stampaStatisticheAttivi()**:stampa la percentuale delle statistiche dei soli utenti attivi.

**EVENTO**

È la classe che gestisce nella maniera più semplice possibile i dati che riguardano un evento.

* Metodo **evento()**: crea l’evento ricevendo in input i dati dei file che viene importato.
* Metodo **getAccesso()**: fa riferimento alla classe **enumerativa** StatoUtente.
* Metodo **getID():** restituisce l'id dell'utente.
* Metodi **getX()** e **getY()**: restituiscono le relative coordinate di X e Y.
* Metodo **getData()**: restituisce la data dell’evento.
* Metodo **getStatoEmotivo()**: fa riferimento alla classe **enumerativa StatoEmotivo.**

**MANAGER\_EVENTI**

In questa classe viene creata una HashMap*(presente nel pacchetto java.util messo a disposizione da Java),* che memorizza coppie formate da chiave e valore.

Nel nostro caso come *chiave* vengono utilizzate stringhe mentre come *valore* viene utilizzato un ArrayList chiamato <**listaEventi**>.

* Metodo **aggiungiEvento()**: riceve un input la stringa **<nomefile>**. Nel caso in cui venga riscontrato un problema con il file viene sollevata l’eccezione di tipo IOException e viene stampato un AVVERTIMENTO.

Come prima cosa vengono inizializzati come null sia l’ArrayList **<listaCorrente>** che la stringa **<dataListaCorrente>**. Successivamente viene creato un array di stringhe in cui, tramite una chiamata al metodo **caricaStringhe(),** viene caricata la stringa contenuta nel file. Viene verificato se l’array di stringhe non è nullo e, tramite il metodo **controllaArrayStringhe()**, che l’array e il suo contenuto siano formalmente corretti.

* Metodo **converti()**: questa funzione prende in input un array di String di nome **<datiGrezzi>** e restituisce un array di tipo Evento contenente tutti gli eventi che è riuscito a convertire. La funzione prevede un controllo iniziale della stringa che sta convertendo per verificare che i dati siano nel formato corretto. Se i dati sono nel formato corretto li converte e li archivia temporaneamente nell’ArrayList convertiti, invece se non risulta corretto avverte l’utente tramite un AVVERTIMENTO e passa alla prossima stringa. In fine converte l’ArrayList in array e restituisce la lista degli eventi.
* Metodo **ricerca()**: riceve in input **data1** e **data2**, dichiara una stringa data corrente e inizializza un ArrayList eventi di tipo Evento. Successivamente viene controllato se le date sono nel formato corretto. Dopo di che controlla se **data1 < data2**, se non lo è la ricerca viene saltata e ritorna null. Vengono recuperati gli eventi compresi tra le date e vengono salvati nell’ArrayList **<lista>**. Se lista è diversa da null vengono aggiunti ad **<eventi>** tutti gli eventi contenuti nell’HashMap che hanno quella data e restituisce gli eventi trovati.
* Metodo **contieneEventoId()**: riceve come argomento l’**ID** e una lista. Questo metodo verifica che nella lista sia presente l’**ID** dell’evento.
* Metodo **controllaData()**: viene passato come argomento la data e nel caso in cui la lunghezza sia diversa da 8, o il formato della data non dovesse essere di soli numeri, o l’anno di inizio sia inferiore al 1970, o il formato della data non dovesse essere valido, il metodo restituisce FALSE, altrimenti TRUE.
* Metodo **primaDiData()**: controlla che **data1** preceda **data2**.
* Metodo **stessaData()**: controlla che **data1** e **data2** facciano riferimento alla stessa data.
* Metodo **dopoDiData()**: controlla che **data1** sia successiva alla **data2**.

**MANAGER\_COMANDI**

È la classe che gestisce i comandi di EmotionalMaps e in cui vengono dichiarate le variabili **mdpi** di tipo **ManagerPDI**, **me** di tipo ManagerEventi e l’array listaComandi di tipo Comando.

Viene creato un nuovo ManagerComandi inizializzando le variabili precedentemente citate.

Viene creato un nuovo metodo **ManagerComandi** inizializzando l’oggetto **ManagerEventi** con uno già esistente.

* Metodo **caricaComandi()**: carica i comandi contenuti nel file **<nomefile>**. Questa funzione riceve come input una stringa contenente il path al file da cui caricare i comandi per l’esecuzione del programma. Nel caso in cui, durante la lettura del file, si verifichi un errore viene stampato a schermo la **traccia dello stack dell’istanza System.exit** e il programma viene arrestato in maniera forzata.
* Metodo **esegui()**: esegue i comandi contenuti in **<listaComandi>**. Nel caso in cui non riconosca il comando, stampa a schermo un AVVERTIMENTO con l’indice del comando non riconosciuto. Se il tipo del comando è **IMPORTA**, viene aggiunto l’argomento all’interno di **me,** mentre se il tipo del comando è **CREA\_MAPPA**, viene richiamato il metodo **creaMappa()** per quell’argomento.
* Metodo **converti()**: restituisce un array di tipo **comando** ricevendo in input un array di tipo String chiamato dati. Se la stringa non può essere convertita verrà ignorata e la funzione continuerà a procedere. Nel caso in cui l’array in input dovesse essere null oppure se il metodo **controlloArrayStringhe()** dovesse restituire FALSE, viene stampato a schermo un ERRORE.
* Metodo **ottieniArgomento()**: restituisce l’argomento passato al comando contenuto nella variabile stringa ricevuta in input.
* Metodo **formatoComandoCorretto()**: controlla che la stringa passata in input sia conforme alle specifiche riguardanti i comandi accettati dal programma. Questo controllo viene effettuato tramite **Regex**, che controlla la struttura lessicale della stringa.
* Metodo **creaMappa()**: genera una mappa emozionale degli eventi caricati e avvenuti nell’intervallo di tempo contenuto nella variabile argomento.

**EMOTIONAL\_MAPS**

Per prima cosa gestisce il flusso di funzionamento del programma. Viene istanziato **mc** di tipo ManagerComandi come null. Nel main viene chiamato il metodo **controllaArgomenti()**, il quale controlla che i parametri forniti nella linea di comando siano corretti.

I controlli eseguiti sono:

* **Numero degli argomenti**: nel caso in cui non venga passato nessun argomento viene stampato a schermo un ERRORE, se invece vengono passati più argomenti del dovuto viene stampato un AVVERTIMENTO il quale avvisa che verrà utilizzato solo il primo argomento;
* **Estensione del file**: nel caso in cui il file non presenti un’estensione verrà richiamato il metodo **aggiungiEstensione()** della classe UTILITA che gli attribuirà l’estensione “**.txt**”;
* **Esistenza del file fornito**: se il file non esiste viene stampato a schermo un ERRORE.

Vengono richiamati due metodi:

* Metodo **importa()**: carica i comandi contenuti in **<nomefile>** nel **ManagerComandi** tramite il metodo **caricaComandi()** del ManagerComandi.
* Metodo **esegui()**: richiama il comando **esegui()**  del ManagerComandi.

**STATO\_EMOTIVO**

È una classe che descrive gli stati emotivi gestiti dal sistema che possono essere: NEUTRO, FELICE, TRISTE, ARRABBIATO, SORPRESO.

**STATO\_REGISTRAZIONE**

È classe che descrive quali sono gli stati di registrazione degli utenti gestiti dal sistema: IN e OUT.

**STATO\_UTENTE**

È classe che descrive quali sono gli stati di accesso degli utenti gestiti dal sistema: LOGIN e LOGOUT

**TIPO\_COMANDO**

È classe che descrive le tipologie di comando gestite dal sistema: IMPORTA e CREA\_MAPPA.